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**Постановка задачи**

**Вариант 3:**

Пользователь вводит команды вида: «число число число<endline>». Далее эти числа передаются от родительского процесса в дочерний. Дочерний процесс производит деление первого числа, на последующие, а результат выводит в файл. Если происходит деление на 0, то тогда дочерний и родительский процесс завершают свою работу. Проверка деления на 0 должна осуществляться на стороне дочернего процесса. Числа имеют тип int. Количество чисел может быть произвольным.

**Общий метод и алгоритм решения**

Использованные системные вызовы:

* pid\_t fork(void); – создает дочерний процесс.
* int pipe(int \*fd); – создаёт пайп и помещает дескрипторы в fd[0], fd[1], для чтения и записи.
* int write(int fd, const void\* buff, int count); – записывает по дескриптору fd count байт из buff.
* void exit(int number); – вызывает нормальное завершение программы с кодом number.
* int dup2(int fd1, int fd2); – делает эквиваентными дескрипторы fd1 и fd2.
* int exec(char\* path, const char\* argc); – заменяет текущий процесс на процесс path, с аргументами argc;
* int close(int fd); – закрывает дескриптор fd.
* pid\_t wait(int status) — функция, которая приостанавливает выполнение текущего процесса до тех пор, пока дочерний процесс не завершится,

Я создал два файла parent и child.

Программа создает неименованный канал (pipe) для передачи данных между родительским и дочерним процессами. Она запрашивает у пользователя ввод имени файла, после чего создаёт дочерний процесс с помощью fork(). Дочерний процесс перенаправляет стандартный ввод на чтение из канала и запускает другую программу (дочернюю программу), передавая ей имя файла. Родительский процесс читает данные из стандартного ввода до тех пор, пока пользователь не введёт пустую строку (нажатием Enter), и записывает эти данные в канал. После завершения записи родительский процесс закрывает канал и ожидает завершения дочернего процесса, предотвращая возникновение "зомби"-процессов.

В файле child я обрабатываю получнные из родительского процесса данные и записываю их в файл, а тажке проверяю деление на 0, и ввод пустой строки.

**Код программы**

**Parent.c**

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <string.h>

#include <fcntl.h>

#include <sys/wait.h>

#define BUFFER\_SIZE 2048

int main()

{

    int pipe1[2];

    pid\_t pid;

    char buffer[BUFFER\_SIZE];

    char filename[100];

    // Создание pipe1

    if (pipe(pipe1) == -1)

    {

        perror("pipe");

        exit(1);

    }

    printf("Введите имя файла: ");

    scanf("%s", filename);

    // Создание дочернего процесса

    pid = fork();

    if (pid == -1)

    {

        perror("fork");

        exit(1);

    }

    if (pid == 0)

    {

        // Дочерний процесс

        // Закрытие ненужных сторон pipe'ов

        close(pipe1[1]);

        // Перенаправление стандартного ввода на pipe1

        dup2(pipe1[0], STDIN\_FILENO);

        close(pipe1[0]);

        // Запуск дочерней программы

        execlp("./child", "child", filename, NULL);

        perror("execlp");

        exit(1);

    }

    else

    {

        // Родительский процесс

        // Закрытие ненужных сторон pipe'ов

        close(pipe1[0]);

        ssize\_t bytes;

        while (bytes = read(STDIN\_FILENO, buffer, sizeof(buffer)))

        {

            if (bytes < 0)

            {

                const char msg[] = "error: failed to read from stdin\n";

                write(STDERR\_FILENO, msg, sizeof(msg));

                exit(EXIT\_FAILURE);

            }

            else if (buffer[0] == '\n')

            {

                break;

            }

            write(pipe1[1], buffer, strlen(buffer));

        }

        close(pipe1[1]);

        // Ожидание завершения дочернего процесса

        wait(NULL);

    }

    return 0;

}

**Child.c**

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <string.h>

#define BUFFER\_SIZE 2024

int main(int argc, char \*argv[]) {

    if (argc != 2) {

        fprintf(stderr, "Usage: %s <filename>\n", argv[0]);

        exit(1);

    }

    char \*filename = argv[1];

    FILE \*file = fopen(filename, "w");

    if (!file) {

        perror("fopen");

        exit(1);

    }

    char buffer[BUFFER\_SIZE];

    while (fgets(buffer, BUFFER\_SIZE, stdin)) {

        char \*token = strtok(buffer, " ");

        if (token == NULL) {

            continue;

        }

        double first\_num = atoi(token);

        int division\_by\_zero = 0;

        char result[BUFFER\_SIZE];

        snprintf(result, BUFFER\_SIZE, "%f", first\_num); // Записываем первое число в результат

        token = strtok(NULL, " ");

        while (token != NULL) {

            int num = atoi(token);

            if (num == 0) {

                division\_by\_zero = 1;

                break;

            }

            first\_num /= num;

            snprintf(result + strlen(result), BUFFER\_SIZE - strlen(result), " / %d", num);

            token = strtok(NULL, " ");

        }

        if (division\_by\_zero) {

            fprintf(stderr, "Error: Division by zero detected. Terminating processes.\n");

            fclose(file);

            exit(1); // Завершаем дочерний процесс

        }

        fprintf(file, "Result: %f\n", first\_num);

    }

    fclose(file);

    return 0;

}

**Протокол работы программы**

Тестирование:
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**![](data:image/png;base64,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)**

**Strace:**

execve("./parent", ["./parent"], 0x7fffcdc3f120 /\* 27 vars \*/) = 0

brk(NULL) = 0x5641f10db000

arch\_prctl(0x3001 /\* ARCH\_??? \*/, 0x7ffde5529d50) = -1 EINVAL (Invalid argument)

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7fd5ae192000

access("/etc/ld.so.preload", R\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/etc/ld.so.cache", O\_RDONLY|O\_CLOEXEC) = 3

newfstatat(3, "", {st\_mode=S\_IFREG|0644, st\_size=37207, ...}, AT\_EMPTY\_PATH) = 0

mmap(NULL, 37207, PROT\_READ, MAP\_PRIVATE, 3, 0) = 0x7fd5ae188000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libc.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0P\237\2\0\0\0\0\0"..., 832) = 832

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

pread64(3, "\4\0\0\0 \0\0\0\5\0\0\0GNU\0\2\0\0\300\4\0\0\0\3\0\0\0\0\0\0\0"..., 48, 848) = 48

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0I\17\357\204\3$\f\221\2039x\324\224\323\236S"..., 68, 896) = 68

newfstatat(3, "", {st\_mode=S\_IFREG|0755, st\_size=2220400, ...}, AT\_EMPTY\_PATH) = 0

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

mmap(NULL, 2264656, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7fd5adf5f000

mprotect(0x7fd5adf87000, 2023424, PROT\_NONE) = 0

mmap(0x7fd5adf87000, 1658880, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x28000) = 0x7fd5adf87000

mmap(0x7fd5ae11c000, 360448, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1bd000) = 0x7fd5ae11c000

mmap(0x7fd5ae175000, 24576, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x215000) = 0x7fd5ae175000

mmap(0x7fd5ae17b000, 52816, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7fd5ae17b000

close(3) = 0

mmap(NULL, 12288, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7fd5adf5c000

arch\_prctl(ARCH\_SET\_FS, 0x7fd5adf5c740) = 0

set\_tid\_address(0x7fd5adf5ca10) = 879

set\_robust\_list(0x7fd5adf5ca20, 24) = 0

rseq(0x7fd5adf5d0e0, 0x20, 0, 0x53053053) = 0

mprotect(0x7fd5ae175000, 16384, PROT\_READ) = 0

mprotect(0x5641ef58f000, 4096, PROT\_READ) = 0

mprotect(0x7fd5ae1cc000, 8192, PROT\_READ) = 0

prlimit64(0, RLIMIT\_STACK, NULL, {rlim\_cur=8192\*1024, rlim\_max=RLIM64\_INFINITY}) = 0

munmap(0x7fd5ae188000, 37207) = 0

**pipe2([3, 4], 0) = 0**

newfstatat(1, "", {st\_mode=S\_IFCHR|0620, st\_rdev=makedev(0x88, 0), ...}, AT\_EMPTY\_PATH) = 0

getrandom("\x39\x75\xca\xa0\x21\x35\x1c\x60", 8, GRND\_NONBLOCK) = 8

brk(NULL) = 0x5641f10db000

brk(0x5641f10fc000) = 0x5641f10fc000

newfstatat(0, "", {st\_mode=S\_IFCHR|0620, st\_rdev=makedev(0x88, 0), ...}, AT\_EMPTY\_PATH) = 0

**write(1, "\320\222\320\262\320\265\320\264\320\270\321\202\320\265 \320\270\320\274\321\217 \321\204\320\260\320\271\320\273\320\260"..., 34Введите имя файла: ) = 34**

**read(0, 1.txt**

**"1.txt\n", 1024) = 6**

**clone(child\_stack=NULL, flags=CLONE\_CHILD\_CLEARTID|CLONE\_CHILD\_SETTID|SIGCHLD, child\_tidptr=0x7fd5adf5ca10) = 904**

**close(3) = 0**

**read(0, 11 11 23**

**"11 11 23\n", 2048) = 9**

**write(4, "11 11 23\n\352\34\256\325\177", 14) = 14**

**read(0, 11 11 45**

**"11 11 45\n", 2048) = 9**

**write(4, "11 11 45\n\352\34\256\325\177", 14) = 14**

**read(0, 3 5 6**

**"3 5 6\n", 2048) = 6**

**write(4, "3 5 6\n45\n\352\34\256\325\177", 14) = 14**

**read(0,**

**"\n", 2048) = 1**

**close(4) = 0**

**wait4(-1, NULL, 0, NULL) = 904**

--- SIGCHLD {si\_signo=SIGCHLD, si\_code=CLD\_EXITED, si\_pid=904, si\_uid=1000, si\_status=0, si\_utime=0, si\_stime=0} ---

lseek(0, -1, SEEK\_CUR) = -1 ESPIPE (Illegal seek)

**exit\_group(0) = ?**

+++ exited with 0 +++

**Вывод**

Было интересно решать лабораторную работу. Я научился использовать некоторые системные вызовы, а также обмениваться данными между процессами с помощью каналов. Было интересно узнать как можно писать программы используя их. Возникли трудности с обработкой всех ошибок системных вызовов в программе.